D – Testing and Debugging

# LOG Review

These are some very brief points regarding the concepts and skills listed in LOGs for this topic.

**General Programming Concepts and Terms**

* **Explain the role of testing as it applies to software development** 
  + Testing is a form of “quality assurance” in which steps are taken to verify that a program is behaving or working as intended.
  + Testing has traditionally been treated as a “follow-up” activity that takes place *after* a program is written. Currently, other approaches, such as TDD (Test-Driven Development) place the “testing” activity at the start of the programming efforts, thereby integrating tests as a driving element in software development.
* **Define and compare the terms "compile-time error" and "run-time error"** 
  + A “compile-time error” is an error where a program does not “compile”. In other words, compile-time errors are due to code that does not follow the rules of the programming language.
  + A “run-time error” is an error where a running program does not produce the desired result. In other words, run-time errors are due to logical errors in a computer program. Sometimes these errors are “fatal” (meaning that they result in “abnormal program termination” – the program “crashes”). Other times the errors are subtle; the subtle errors can be the most difficult to detect, particularly when relying on “manual” verification, such as found with ad-hoc test drivers.
* **Define the term "test driver"** 
  + A “test driver” is a driver (which is a program with a main method) whose sole purpose is to “test” the components of a program. Test drivers provide a simple “ad-hoc” form of testing. Test drivers are basically considered “throw-away” programs, as their usefulness does not extend beyond the tests.
* **Create simple ad-hoc test drivers to test for run-time errors** 
  + *Demonstrate your ability to meet this learning outcome guide by completing the related assignments.*
* **Define the term "TDD"** 
  + TDD refers to “Test Driven Development”. Test Driven Development is an approach to programming that starts with creating “unit tests” that reflect the business and design requirements of a program, and then writing the classes and methods that will pass the unit tests. The idea here is to help drive the programmer toward code that “stays on focus” of the needs of and solutions for a given problem.
* **Compare and contrast Test Drivers and Unit Tests**
  + Test Drivers are small programs with a main() that tests classes by creating objects, calling methods, and output results to the console.
  + Unit Tests are small “units” (which are simply methods) that calls methods on objects and classes and “tests” if they work as intended by running “asserts”. Unit Tests display the results of the test in Red/Green/Yellow results, where Red (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAOCAIAAAB/6NG4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAAeJJREFUKFNj/P//PwMSuH79+sOHD588eQIUk5GRkZeX19TURMgDVQOBgoJCeXn5xIkTZ9TXbC/K2Bvruzfeb0dJ5oz6WqAgUAqoAGQuELe0tEB0c7CyhknwH04Ou5gScthee7OFaoS0IFAQIgtSBlR94cIFU1NTRkZGiKiUiPDWsvyVYd5iHGwQEaAUUAFQGUj1tWvXZjbULjRW8JYUYmYC6WFmYoJoBpJ+smIrbLRnNdUBlYFUb9++fWd59mF7rTM+FnM8bNhZWCBGsjMzz3ezuhbuChTfV1MEVAZSPXv27MPJIUddDM4F2jnKiCMHkYuC9I04n4tB9qdyE4DKYKrTwk64GQUoSEKURupqxBrrQdghqnKXQxxP58NUA63YU5kfqwA11UNJ9nVZ2vvqHG9VBYiGJHW5gw2lUJcAnZ8cEgSRMBcXuhHv9yQz8lluzL20cEtJUYh4amgw1JdApwsKCgKFVHg4DnuaXwl1vhHteSvWG0ieCnRQ5eMCSgEVQGOnuroaYsDkhHCgX0+6mwAD4ZyvFZA85WU+LTkaIgtSBtTBwcEB5ISGhs6ZM2dWY92e6vxjmVFABAw1YDADBYFSQAUgZUDVe/bsMTc3hyQYoOOAvgEGFhAAGUAuRByoAKgMAFH49civtsX5AAAAAElFTkSuQmCC)) represents run-time errors, Yellow (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAARCAIAAACNaGH2AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAAfJJREFUOE9j/P//PwPxAKiaeMCAprSpqcna2lpHR0dDQ0NLS6u+vh5ZAUL1tm3bDAwMZKQl5GVFZaX4gQjIAHLNzMzgGqCq79+/LycnB5SWEGHTUeVytRHwcRYy0OKWEmMDCvr4+EA0QFXPmTMnMcpFXoo9OUxxWrvqvImqC6aozulXsTDmlZFgU1aUnDZtGlT1tWvX+rvqKtPkXx05eH//3NNbc7auNdy2XnvTai0/L2F5GXZVRU6gAqAykNnbt2+fNTG7tUjp3t65Dw5Ou3Go9MxR+xPH9TPTJVVVOJUUOJxsBOZPywUqA6mePXv21NbAznL5gytTLu0tun4i/upV04REcW1tLg11TiMDntYq+XmTgoHKEKq7qxQWTFHbtdHk1EnDlFQJQ2MeXT1uby+hFQs1gH5YODUEqhriEqDZQM8B3bpzmw7QVKDS4GCRfbt1gSJA8UUzYS6B+BLo7mkdyivnayycowZ0gKYGV1+P0q4tOkCRGV3qE3pgvgQ6HRiCcyfnAx0zu0+lu0lRQ51LRZmzp00RqBQosnRuIVABIryBrObm5nlT83trVIA2zOxRmdatPKdfFWgqUClQCiV2IBygAUAndTXFqSmLqKuI9LbFAx0AMRWLaqAQ0A/AlCQPBkAGkIs9VSGLAq2G244sDgA62rfoMuphbQAAAABJRU5ErkJggg==)) represents ignored tests, and Green (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAOCAIAAACQKrqGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAAb9JREFUKFNdkU1LAlEUhmfESS3KJHRRyiS0cdGiKKFAHaXaCUYGgRRNSARS4soEd5oLo2lRmaH1C4aEUsYgyCgkyY196KpC8H/Ye7nVosMwnHPvc9/zxXa7XebXWq1Wu93udDo4MJvNPM/bbDb4siz7/X4GKLV8Ph/LxtaKa86yEx8chOl0WhAE0JIk/aCJZEJURO6S01/ph5VhS9mC/+DpoHZAS1MSeapHuVL9bL8WW676PFWPXbZzRo5yLpeL1NlsNpEI3PnT3nujWGqcH72mgs/Bfks/5QzrBgDAGEVRAoWAelLtTc3LjUyhmb/4OJnbnvvJu2mbuJsIKkFgTC6XM7lN5ELFLOx6jj8PpfpBj7YHB/wUL76Izkenr+IDRtDx1LiqV0VlVjOrM94ZOCzLRkqRrbct1L1UWSIolDEXY8bI6UkTao2avnGsOJJfSaoaKodIAbStoeuhMWmMVbGU0/RporXoTmtnsb44XZmOZ+Okrb9hYZajoVGK2sN26IGbfZgN34YxTTIsuiqsYEPZsN5YDW6DbkQn3AvICz1wuKLM/8WKBdFx4kAfqA95qd5/FDEKQvloFgYH4R8H5xs9SBIIz6VrfgAAAABJRU5ErkJggg==)) represents success.
* **Define the terms "false positive" and "false negative"** 
  + A “false positive” is a test result that shows success for a test which in reality should be a failure.
  + A “false negative” is a test result that shows failure for a test which in reality should be a success.
  + Both false positives and false negatives are a result of an error in the unit test (or test driver).
* **List three downfalls of using Test Drivers** 
  + Can grow in size and become bulky & difficult to use (poor scalability)
  + Requires considerable effort to generate and distinguish tests
  + Difficult to verify tests due to heavy manual intervention & verification
* **Identify four benefits of using Unit Tests** 
  + Provides simple tests to verify specific parts of a system
  + Easy to verify tests (minimal manual effort); errors are clearly identified and described
    - A clear graphical response it provided, leading to the popular development mantra "Keep it Green"
  + Increases productivity (by focusing development efforts)
  + Captures design requirements in code
  + Increases programmer confidence when modifying and expanding code
  + Easily isolate smaller parts (“units”) of the program for verification; these tests can run independently of each other (even if the other tests have compiler issues with the classes being tested).
* **Add unit testing libraries and unit testing packages to existing programs** 
  + *Demonstrate your ability to meet this learning outcome guide by completing the related assignments.*
* **Use unit tests to validate the requirements of a class’ design and behaviour**
  + *Demonstrate your ability to meet this learning outcome guide by completing the related assignments.*
* **Diagnose and correct software problems by using unit tests** 
  + *Demonstrate your ability to meet this learning outcome guide by completing the related assignments.*